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In software security, organizations face significant challenges due to the increasing complexity 
and volume of vulnerabilities, mostly stemming from developers’ lack of expertise in 
effectively addressing these issues.  As an attempt to detect, analyze (e.g., the root cause and 
the impact), and repair software vulnerabilities, researchers have proposed several data-
driven approaches (e.g., machine-learning-based and deep-learning- based approaches).  
Although such approaches achieve convincing performance in the laboratory environment, 
their performances drop dramatically in the real-world scenario [1].  A prior work [2] observed 
20% to 71% of vulnerability labels are inaccurate and 17% to 99% of vulnerability data were 
duplicated in four state-of-the-art software vulnerability datasets [3, 4, 5, 6].  The security 
vendors, such as National Vulnerability Database (NVD) [7] and Snyk [8], are important sources 
for collecting real-world vulnerability data.  It is common to extract the patch information from 
the disclosed vulnerability records (i.e., Common Vulnerabilities and Exposures, CVEs) to trace 
and identify real-world vulnerabilities and the corresponding fixes.  However, it is challenging 
to improve the data quality. 

When constructing a vulnerability dataset, the current practice [5] simply considers the 
original functions vulnerability dataset as the vulnerable functions.  However, for an inter-
procedural vulnerability---a vulnerability that have vulnerable code snippets scattered among 
functions or files---, a single vulnerable code snippet in one function is not necessarily meant 
to be vulnerable by itself.  Moreover, the granularity of the current vulnerability datasets is 
usually at the function level and the function-level information is not enough for learning the 
pattern of inter-procedure vulnerabilities, which may introduce bias in model training.  D2A [5] 
provided the bug trace information which can be used for inter-procedural vulnerabilities 
detection.  However, D2A is constructed using the static tool, suffering from the inaccurate 
labeling problem [2] and the limitation of limited vulnerability types. 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 



 
 
Given most vulnerabilities are inter-procedural [5, 9], it is crucial to provide a dataset that 
considers inter-procedural vulnerabilities and provides information that is more than a single 
function.  That is, this project proposal aims to investigate and develop novel methodologies 
and approaches to first detect and then describe inter-procedural vulnerabilities. 
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